# EX NO: 1 STUDY OF BASIC UNIX COMMANDS DATE:

**AIM:**

To study the basic UNIX commands.

# COMMANDS:

**FILE HANDLING COMMANDS:**

# Syntax:

$ cat > filename

# Description:

This command is used to create a file.

# Syntax:

$ cat filename

# Description:

This command is used to view the contents of the file.

# Syntax:

$ cat >> filename

# Description:

This command is used to add the contents to the existing file.

# Syntax:

$ cp file1 file2

# Description:

This command is used to copy the contents of one file to another file.

# Syntax:

$ rm filename

# Description:

This command is used to remove the file.

# Syntax:

$ mv file1 file2

# Description:

This command is used to move the file from one place to another. It removes the specified file from the original location.

# Syntax:

$ ls

**Description:** It is used to list all files and directories in the system.

# Syntax:

$ wc filename

# Description:

This command is used to count the number of words, lines and characters in the file.

# FILE SYSTEM COMMANDS:

1. **Syntax:**

$ pwd

# Description:

pwd – print working directory. It displays the current working directory.

# Syntax:

$ mkdir dirname

# Description:

This command is used to create a new directory.

# Syntax:

$ rmdir dirname

# Description:

This command is used to remove the directory.

# Syntax:

$ cd

# Description:

This command is used to change the current working directory.

# Syntax:

$ tput clear

# Description:

This command is used to clear the screen.

# GENERAL PURPOSE COMMANDS:

1. **Syntax:**

$ date

# Description:

This command is used to display the current date with day, month &

time.

# Syntax:

$ echo text

# Description:

This command is used to print the message on the screen.

# Syntax:

$ cal month or year

# Description:

This command is used to display the specified month or year calendar.

# Syntax:

$ bc

# Description:

It includes the calculator.

# Syntax:

$ who

# Description:

This command is used to display the data about all the users who are currently logged into the system.

# Syntax:

$ who am i

# Description:

This command identifies the user and lists the user name, terminal line, the date and time of login.

# Syntax:

$ tty

# Description:

tty - teletype. It is used to know the terminal name that we are using.

# Syntax:

$ passwd

# Description:

This command is used to change the password.

# FILTER COMMANDS:

1. **Syntax:**

$ head filename

# Description:

This command is used to display the first 10 lines of a file.

# Syntax:

$ tail filename

# Description:

This command is used to display the last 10 lines of a file from end.

# Syntax:

$ grep pattern file(s)

# Description:

grep – Global Regular Expression and Print. It is used to search and print specified patterns from a file.

# Syntax:

$ sort filename

# Description:

This command is used to sort the contents of the file.

# Syntax:

$ cmp file1 file2

# Description:

This command is used to compare the 2 given files.

# Syntax:

$ comm file1 file2

# Description:

This command is used to compare each line in the file1 with the corresponding line in the file2.

# Syntax:

$ diff file1 file2

# Description:

This command is used to displays the difference between 2 files.

# RESULT:

Thus the basic UNIX commands were studied successfully.

# EX NO:2(a) FIRST COME FIRST SERVE SCHEDULING DATE:

**AIM**:

To implement the algorithm first come first serve scheduling

# FIRST COME FIRST SERVE SCHEDULING:

**•**
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First in, first out (FIFO), also known as first come, first served (FCFS), is the

simplest scheduling algorithm.

# •
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FIFO simply queues processes in the order that they arrive in the ready

queue.

**•**
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In this, the process that comes first will be executed first and next process

starts only after the previous gets fully execute.

* Easy to implement and understand.
* Average wait time is high.

# ALGORITHM:

Step **1:** Get the CPU burst time and processed for all the processes

Step **2:** Calculate the waiting time such that the process at the head of the Queue first enter in to the CPU.FCFS maintains FIFO queue.

Step **3:** Find the average waiting time

Step **4:** Display all the details for each process

# PROGRAM:

#include<stdio.h> main()

{ char p[10][10];

int b[10],t[10],wt[10],i,j,n,k; float avg,twt=0.0; printf("\tProgram for FCFS\n"); printf("\t \n");

printf("\nEnter the number of process:"); scanf("%d",&n);

printf("\nEnter the process and burst time\n"); for (i=0;i<n;i++)

{ printf("\nEnter process %d name:",i+1); scanf("%s",&p[i]);

printf("\nEnter process %d burst time:",i+1); scanf("%d",&b[i]); }

wt[0]=0;

printf("\nGantt chart for process\n"); printf(" \n\n");

for(j=1;j<=n;j++)

{ wt[j]=wt[j-1]+b[j-1]; twt=twt+wt[j-1]; }

for(j=0;j<n;j++)

{

printf("%d---%s---",wt[j],p[j]);

}

printf("%d",wt[n]); printf("\n");

printf("\nCalculating waiting Time\n"); printf(" \n\n");

for(j=0;j<n;j++)

{

printf("Waiting time of %s is %d\n",p[j],wt[j]);

}

printf("\nCalculating Average Time:\n"); avg=twt/(float)n;

printf ("Average time=%f\n", avg);

printf ("Calculating Turn around Time:\n"); k=0;

for(i=0;i<n;i++)

k=k+b[i]+wt[i]; k=k/n;

printf("Average turn around time=%d",k);

}

# OUTPUT:

Program for FCFS

Enter the number of process : 3

Enter the process and burst time

|  |  |
| --- | --- |
| Enter process 1 name | : a |
| Enter process 1 burst time | : 10 |
| Enter process 2 name | : b |
| Enter process 2 burst time | : 20 |
| Enter process 3 name | : c |
| Enter process 3 burst time Gantt chart for process | : 30 |
| 0---a---10---b---30---c---60  Calculating waiting Time |  |

Waiting time of a is 0 Waiting time of b is 10 Waiting time of c is 30

Calculating Average waiting Time:

Average time =13.333333

Calculating Average Turnaround Time

Average turnaround time =33

# RESULT:

Thus the program to implement First come first serve scheduling was executed successfully.

# EX NO:2(b) SHORTEST JOB SCHEDULING DATE:

**AIM:**

To implement the shortest job scheduling algorithm.

# SHORTEST JOB SCHEDULING:

* Process with less burst time will always execute first.
* This is pre-emptive scheduling algorithm.
* Preferred to minimize waiting time.
* It is much better than FCFS.
* Easy to implement.

# ALGORITHM:

Step **1:** Get the CPU burst time and processed for all the process.

Step **2:** Calculate the waiting time such that the process with the shortest CPU burst time is executed first and the process the largest CPU burst time is executed last.

step **3:** Find the average waiting time

step **4:** Display all the details for each process

# PROGRAM:

#include<stdio.h> #include<string.h> int main ()

{

int b[10], t[10], wt[10], i, j, n; float k, avg, twt=0.0; printf("\tProgram for SJF\n"); printf("\t \n");

printf("\nEnter the number of process:"); scanf("%d",&n);

printf("\nEnter the process and burst time\n"); for(i=0;i<n;i++)

{

printf("\nEnter process %d name:",i+1); scanf("%s", &p[i]);

printf("\nEnter process %d burst time:",i+1); scanf("%d", &b[i]);

}

for(i=0;i<n;i++)

{

for(j=i+1;j<n;j++)

{

if(b[i]>b[j])

{

t[i]=b[i];

b[i]=b[j];

b[j]=t[i]; strcpy(f[i],p[i]);

strcpy(p[i],p[j]);

strcpy( p[j],f[i]);

}

}

}

wt[0]=0;

printf("\nGantt chart for process\n"); printf(" \n\n");

for(j=1;j<=n;j++)

{

wt[j]=wt[j-1]+b[j-1]; twt=twt+wt[j-1];

}

for(j=0;j<n;j++)

{

printf("%d...%s...",wt[j],p[j]);

}

printf("%d",wt[n]); printf("\n");

printf("\nCalculating Waiting Time\n"); printf(" \n\n");

for(j=0;j<n;j++)

{

printf("Waiting Time of %s is %d \n",p[j],wt[j]);

}

printf("\nCalculating Average Time\n"); avg=twt/(float)n;

printf("Average Time=%f \n",avg); printf("Calculating Turnaround Time\n"); k=0;

for(i=0;i<n;i++)

k=k+b[i]+wt[i]; k=k/(float)n;

printf("Average Turnaound Time =%f",k);

}

**OUTPUT:** Program for SJF

Enter the number of process:3 Enter the process and burst time Enter process 1 name:a

Enter process 1 burst time:12 Enter process 2 name:b Enter process 2 burst time:14 Enter process 3 name:c Enter process 3 burst time:16 Gantt chart for process

0...a...12...b...26...c...42

Calculating Waiting Time

Waiting Time of a is 0 Waiting Time of b is 12 Waiting Time of c is 26 Calculating Average Time Average Time=12.666667 Calculating Turnaround Time

Average Turn around Time =26.666666

# RESULT:

Thus the program to implement Shortest Job Scheduling was executed successfully.

# EX NO:2(c) ROUND ROBIN SCHEDULING DATE:

**AIM:**

To implement the round robin scheduling algorithm

# ROUND ROBIN SCHEDULING:

**•**
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Round robin (RR) is one of the algorithms employed by process and

network schedulers in computing.

# •
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As the term is generally used, time slices (also known as time quanta) are assigned to each process in equal portions and in circular order, handling

all processes without priority (also known as cyclic executive).

**ALGORITHM:**

Step **1:** Obtain the number of processes from the user

Step **2:** Obtain the process ID and CPU burst time for each process from the user.

Step **3:** Set the time quantum.

Step **4:** Calculate the waiting time for each process based on the time quantum

Step **5:** Calculate the average waiting time. Step **6:** Display all the details for each process

# PROGRAM:

#include<stdio.h> #include<unistd.h> main()

{

int a[10],b[10],p[10],i,j,k,m,n,t,t1=0,w=0,t2[10]; float avg,tot;

printf("enter the number of process"); scanf("%d",&n);

j=n; k=0;

for(i=0;i<n;i++)

{

printf("process name:"); scanf("%d", &p[i]); printf("burst time:"); scanf("%d",&b[i]);

}

printf("enter the quantum number:"); scanf("%d",&t);

m=n; for(i=0;i<n;i++)

{

if(b[i]>t)

{

}

else

{

}

printf("processing %d process \n",p[i]); printf("remaining time is =%d \n",b[i]-t); p[j]=p[i];

b[j]=b[i]-t; t1+=t;

j++;

sleep(2);

printf("process removed is%d \n",p[i]); k=p[i]-1;

t1+=b[i];

w=t1-b[k];

t2[k]=w;

printf("the processing time is %d \n" ,t1); printf("waiting time is: %d \n",w); sleep(2);

n=j;

}

for(k=0;k<m;k++)

{

tot+=t2[k];

printf("wait time of process %d is %d \n",k+1,t2[k]);

}

avg=tot/m;

printf("total waiting time is %f\n",tot); printf("average waiting time is %f\n",avg);

}

# OUTPUT:

Enter the number of process2 Process name:1

Burst time:2 Process name:2 Burst time:3

Enter the quantum number:2 Process removed is1

The processing time is 2 Waiting time is: 0 Processing 2 process Remaining time is =1 Process removed is2 The processing time is 5 Waiting time is: 2

Wait time of process 1 is 0 Wait time of process 2 is 2 Total waiting time is 2.000000

Average waiting time is 1.000000

# RESULT:

Thus the program to implement Round Robin scheduling was executed successfully.

**Implementation of File Allocation Strategies**

The main idea behind allocation is effective utilization of file space and fast access of the files. There are three types of allocation:

* + contiguous allocation
  + linked allocation
  + indexed allocation

In addition to storing the actual file data on the disk drive, the file system also stores metadata about the files: the name of each file, when it was last edited, exactly where it is on the disk, and what parts of the disk are "free". Free areas are not currently in use by the file data or the metadata, and so available for storing new files. (The places where this metadata is stored are often called "inodes", "chunks", "file allocation tables", etc.)

To keep track of the free space, the file system maintains a free-space list which tracks all the disk blocks which are free. To create a file, the required space is reserved for the file and the corresponding space is removed from the free list linked to each other.

# EX NO:3(a) SEQUENTIAL FILE ALLOCATION DATE:

**AIM:**

To implement Sequential file allocation in C.

# SEQUENTIAL FILE ALLOCATION

* The main problem is how to allocate disk space to the files so that disk space is utilized effectively band files can be accessed quickly.
* We have 3 space allocation methods.
* Contiguous allocation (Sequential):

It requires each file to occupy a set of contiguous blocks on the hard disk where disk addresses define a linear ordering on the disk.

* Disadvantages:
  1. Difficult for finding space for a new file.
  2. Internal and external fragmentation will be occurred.

# ALGORITHM:

Step 1.Start

Step 2.Declare the starting block no. and the length of the file.

Step 3.Get the Starting block no. and length of the file from the user. Step 4.Allocate files sequentially until end of the file.

Step 5.Display the fragments of the file. Step 6.stop

# PROGRAM:

#include #include main()

{

int f[50],i,st,j,len,c,k; clrscr(); for(i=0;i<50;i++) f[i]=0;

X:

printf("\n Enter the starting block & length of file"); scanf("%d%d",&st,&len);

for(j=st;j<(st+len);j++) if(f[j]==0)

{ f[j]=1;

printf("\n%d->%d",j,f[j]);

}

else

{

printf("Block already allocated"); break;

}

if(j==(st+len))

printf("\n the file is allocated to disk");

printf("\n if u want to enter more files?(y-1/n-0)"); scanf("%d",&c);

if(c==1) goto X; else exit();

getch();

}

# OUTPUT:

Enter the starting block & length of file 4 10 4 ->1

5 ->1

6 ->1

7 ->1

8 ->1

9->1

10 ->1

11 ->1

12 ->1

13 ->1

The file is allocated to disk

If u want to enter more files ? (y-1/n-0)

# RESULT:

Thus the program to implement Sequential allocation of c was executed successfully.

# EX NO:3(b) INDEXED FILE ALLOCATION DATE:

**AIM:**

To implement Indexed file allocation technique in C.

# INDEXED FILE ALLOCATION

**•**
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In this scheme, a special block known as the **Index block** contains the

pointers to all the blocks occupied by a file.

# •
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Each file has its own index block.

**•**
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The entry in the index block contains the disk address of the ith file block.

# •
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The directory entry contains the address of the index block as shown in the

image:

* Indexed allocation method solves all the problems in the linked allocation by bringing all the pointers together into one location called index block.

# ALGORITHM:

Step 1.Start

Step 2.Declare the index block no. and total no.of files in a block

Step 3.Get the index block no. and total no.of files in a block from the user. Step 4.Allocate files based on the index block no.

Step 5.Arrange the files based on indexes whichare created for each fragment of the file such that each and every similar indexed file is maintained by the primary index to provide the flow to file fragments.

Step 6.stop

# PROGRAM:

#include

int f[50],i,k,j,inde[50],n,c,count=0,p; main()

{

clrscr(); for(i=0;i<50;i++) f[i]=0;

x:

printf("enter index block\t"); scanf("%d",&p);

if(f[p]==0)

{ f[p]=1;

printf("enter no of files on index\t"); scanf("%d",&n);

}

else

{

printf("Block already allocated\n"); goto x;

}

for(i=0;i<n;i++) scanf("%d",&inde[i]); for(i=0;i<n;i++) if(f[inde[i]]==1)

{

printf("Block already allocated"); goto x;

}

for(j=0;j<n;j++) f[inde[j]]=1; printf("\n allocated");

printf("\n file indexed");

for(k=0;k<n;k++)

printf("\n %d->%d:%d",p,inde[k],f[inde[k]]); printf(" Enter 1 to enter more files and 0 to exit\t"); scanf("%d",&c);

if(c==1) goto x; else exit();

getch();

}</n;k++)

</n;j++)

</n;i++)

</n;i++)

# OUTPUT:

Enter index block 9

Enter no of files on index 3 1 2 3

Allocated File indexed 9 ->1:1

9 ->2:1

9 ->3:1 enter 1 to enter more files and 0 to exit

# RESULT:

Thus the program to implement indexed file allocation of c was executed successfully.

# EX NO:3(c) LINKED FILE ALLOCATION DATE:

**AIM:**

To allocate the files in the secondary storage using Linked allocation

technique.

# LINKED FILE ALLOCATION:

* Linked Allocation Linked allocation of disk space overcomes all the problems of contiguous allocation.
* In linked allocation each file is a linked list of disk blocks where the disk blocks may be scattered anywhere on the disk.
* The directory contains a pointer to the first and last blocks of the file.

# •
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In this scheme, each file is a linked list of disk blocks which **need not**
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**be** contiguous.

**•**
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The disk blocks can be scattered anywhere on the disk.
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The directory entry contains a pointer to the starting and the ending file
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block.

# •
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Each block contains a pointer to the next block occupied by the file.

* Disadvantages : Space required to maintain pointers.

# ALGORITHM:

Step 1.Start

Step 2.Initialize the AVAIL linked list, where each node consist of starting address, size of the empty

block and a link for next available node

Step 3.Initialialize the FAT ( File Allocation Table) which is implemented as array of pointers.

Step 4.Display the AVAIL List

Step 5.Read File allocation request which consist of File name, No of blocks and its contents

Step 6.Traverse the AVAIL linked list from the starting node Step 7.Retrieve the required no of blocks from AVAIL List Step 8.Assign the contents of file to the retrieved blocks Step 9.Update the FAT by making an entry in FAT

Step 10.Update the AVAIL LIST

Step 11.Display the AVAIL List and FAT table Step 12.Stop

# PROGRAM:

#include #include main()

{

int f[50],p,i,j,k,a,st,len,n,c; clrscr();

for(i=0;i<50;i++) f[i]=0;

printf("Enter how many blocks that are already allocated"); scanf("%d",&p);

printf("\nEnter the blocks no.s that are already allocated"); for(i=0;i<p;i++)

{ scanf("%d",&a); f[a]=1; }

X:

printf("Enter the starting index block & length"); scanf("%d%d",&st,&len);

k=len; for(j=st;j<(k+st);j++)

{ if(f[j]==0)

{ f[j]=1;

printf("\n%d->%d",j,f[j]); } else

{ printf("\n %d->file is already allocated",j); k++; }}

printf("\n If u want to enter one more file? (yes-1/no-0)"); scanf("%d",&c);

if(c==1) goto X; else exit();

getch( ); }

# OUTPUT:

Enter how many blocks that are already allocated3 Enter the blocks no.s that are already allocated 4 7 9 Enter the starting index block & length 3 7

3 ->1

4 ->1 file is already allocated

5 ->1

6 ->1

7 ->1 file is already allocated

8 ->1

9 ->1 file is already allocated

10 ->1

11 ->1

12 ->1

If u want to enter one more file? ( yes -1 /no-0)

# RESULT:

Thus the program to implement Linked file allocation of c was executed successfully.

# EX NO:4 SEMAPHORES

**DATE: (PRODUCER-CONSUMER PROBLEM)**

# AIM:

To implement producer/consumer problem using semaphore.

# PRODUCER-CONSUMER PROBLEM:

**•**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABA0AAAAsCAYAAAAOwkFtAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABLUlEQVR4nO3YsRHAIBDAsJD9d356zj0U0gSuvWZmPgAAAIDDfzsAAAAAeJNpAAAAACTTAAAAAEimAQAAAJBMAwAAACCZBgAAAEAyDQAAAIBkGgAAAADJNAAAAACSaQAAAAAk0wAAAABIpgEAAACQTAMAAAAgmQYAAABAMg0AAACAZBoAAAAAyTQAAAAAkmkAAAAAJNMAAAAASKYBAAAAkEwDAAAAIJkGAAAAQDINAAAAgGQaAAAAAMk0AAAAAJJpAAAAACTTAAAAAEimAQAAAJBMAwAAACCZBgAAAEAyDQAAAIBkGgAAAADJNAAAAACSaQAAAAAk0wAAAABIpgEAAACQTAMAAAAgmQYAAABAMg0AAACAZBoAAAAAyTQAAAAAkmkAAAAAJNMAAAAASBtJXwRU1mXiNQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAAArCAYAAACTvtEzAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAjElEQVR4nO3SwQkAIRDAwPP673ktwoAgMxXkkTUz88Gh/3YAbzASCSORMBIJI5EwEgkjkTASCSORMBIJI5EwEgkjkTASCSORMBIJI5EwEgkjkTASCSORMBIJI5EwEgkjkTASCSORMBIJI5EwEgkjkTASCSORMBIJI5EwEgkjkTASCSORMBIJI5EwEokNdGoEUrchdBUAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABC0AAAArCAYAAABcmnIFAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABSElEQVR4nO3csRGAMBADQUz/PT8NEDgyN8NuBYov0JqZuQAAADbMzLXW+noG8BP31wMAAAAA3ogWAAAAQJJoAQAAACSJFgAAwDZ/FsBJogUAALDNjz9wkmgBAAAAJIkWAAAAQJJoAQAAACSJFgAAAECSaAEAAAAkiRYAAABAkmgBAAAAJIkWAAAAQJJoAQAAACSJFgAAAECSaAEAAAAkiRYAAABAkmgBAAAAJIkWAAAAQJJoAQAAACSJFgAAAECSaAEAAAAkiRYAAABAkmgBAAAAJIkWAAAAQJJoAQAAACSJFgAAAECSaAEAAAAkiRYAAABAkmgBAAAAJIkWAAAAQJJoAQAAACSJFgAAAECSaAEAAAAkiRYAAABAkmgBAAAAJIkWAAAAQJJoAQAAACSJFgAAAECSaAEAAAAkiRYAAABAkmgBAAAAJD3fyApSSdrBLgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAArCAYAAAD1yO8hAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAeUlEQVRoge3QQREAIAzAMMC/5+GiPEgU9LpnZhaZ8zrgN4bHDI8ZHjM8ZnjM8JjhMcNjhscMjxkeMzxmeMzwmOExw2OGxwyPGR4zPGZ4zPCY4THDY4bHDI8ZHjM8ZnjM8JjhMcNjhscMjxkeMzxmeMzwmOExw2OGxy6gUQRSnc4QvwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAacAAAArCAYAAADc6kePAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAv0lEQVR4nO3VMQEAIAzAMMC/5/FjgB6Jgn7dMzMLAELO7wAAeJkTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADnmBECOOQGQY04A5JgTADkXJiQEUvY+ch4AAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIEAAAArCAYAAABfJ+vYAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAb0lEQVR4nO3SMQEAIAzAsIJ/z0PGDhIFPXpmZuJrdzuAfSbABJiATEAmIBOQCcgEZAIyAZmATEAmIBOQCcgEZAIyAZmATEAmIBOQCcgEZAIyAZmATEAmIBOQCcgEZAIyAZmATEAmIBOQCcgEZAKqB/i6BFIW60zBAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAArCAYAAABxTggPAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAKUlEQVRIie3MMREAAAjEMMC/50cEx5buTSdJHZrLDAAAAAAAAAAAvAELWWUEUjbHqxkAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABIkAAAAsCAYAAADhLOgWAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABeUlEQVR4nO3dsQ0AMQgEQfj+e+aLuMACzVTgeGUdPTNTAACw2MxUd79+BgCs9r1+AAAAAADviUQAAKznFxEA5EQiAADWs6AAADmRCAAAAACRCAAAAACRCAAAAIASiQAAOMBwNQDkRCIAAAAARCIAAAAARCIAAA6YmddPAID1RCIAAAAARCIAAAAARCIAAAAASiQCAOCA7n79BABYTyQCAGA9w9UAkBOJAAAAABCJAAAAABCJAAAAACiRCAAAAIASiQAAOMB1MwDIiUQAAKznuhkA5EQiAAAAAEQiAAAAAEQiAAAAAEokAgDgAMPVAJATiQAAWM9wNQDkRCIAAAAARCIAAAAARCIAAAAASiQCAAAAoEQiAAAOcN0MAHIiEQAA67luBgA5kQgAAAAAkQgAAAAAkQgAAACAEokAADjAcDUA5EQiAADWM1wNADmRCAAAAACRCAAAAACRCAAAAIASiQAAAAAokQgAgANcNwOAnEgEAMB6rpsBQO4HvGYfVPzZgeQAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAAsCAYAAADozd+ZAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAe0lEQVRoge3QQREAIAzAMMC/5+GiPEgU9LpnZhaZ8zrgN4bHDI8ZHjM8ZnjM8JjhMcNjhscMjxkeMzxmeMzwmOExw2OGxwyPGR4zPGZ4zPCY4THDY4bHDI8ZHjM8ZnjM8JjhMcNjhscMjxkeMzxmeMzwmOExw2OGxwyPXd2/BFSmF7p8AAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARIAAAAsCAYAAACpMDdKAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAo0lEQVR4nO3UQQ0AIBDAMMC/50PEHoSkVbDX9szMAgjO6wDgf0YCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZEYCZBeGZgRUPt20cwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAsCAYAAACOlyPOAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAALElEQVRIie3MMQEAAAgDILV/51nBxw8C0ElST+YrlsvlcrlcLpfL5XK5XH61eUQEVDkDZkgAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA2AAAAAsCAYAAAAD4NsuAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABEUlEQVR4nO3XMQHAIBDAwFL/nh8VhIE7BVmzZmY+AAAAjvtvBwAAALzCgAEAAEQMGAAAQMSAAQAARAwYAABAxIABAABEDBgAAEDEgAEAAEQMGAAAQMSAAQAARAwYAABAxIABAABEDBgAAEDEgAEAAEQMGAAAQMSAAQAARAwYAABAxIABAABEDBgAAEDEgAEAAEQMGAAAQMSAAQAARAwYAABAxIABAABEDBgAAEDEgAEAAEQMGAAAQMSAAQAARAwYAABAxIABAABEDBgAAEDEgAEAAEQMGAAAQMSAAQAARAwYAABAxIABAABEDBgAAEDEgAEAAEQMGAAAQMSAAQAARAwYAABAxIABAABEDBgAAEBkA1/uBFQUiRJ2AAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjYAAAAsCAYAAAB2ZPLhAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA30lEQVR4nO3WwQkAIBDAMHX/nc8lBKEkE/TZPTOzAAACzu8AAIBXjA0AkGFsAIAMYwMAZBgbACDD2AAAGcYGAMgwNgBAhrEBADKMDQCQYWwAgAxjAwBkGBsAIMPYAAAZxgYAyDA2AECGsQEAMowNAJBhbACADGMDAGQYGwAgw9gAABnGBgDIMDYAQIaxAQAyjA0AkGFsAIAMYwMAZBgbACDD2AAAGcYGAMgwNgBAhrEBADKMDQCQYWwAgAxjAwBkGBsAIMPYAAAZxgYAyDA2AECGsQEAMowNAJBhbACAjAveEwRUeqi+LwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAAsCAYAAADfAxCtAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAATklEQVRoge3PAQ0AIAzAMMC/5+MCkmZVsO2ZmYU7vwNeaFLRpKJJRZOKJhVNKppUNKloUtGkoklFk4omFU0qmlQ0qWhS0aSiSUWTiiYVF71TBFRHJqvJAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAAsCAYAAACdQGM6AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAMUlEQVRYhe3NMREAAAgEILV/5zeF5wIF6CSpJ/MVy+VyuVwul8vlcrlcLpfL5XL5rQVcHQRUAcKMmQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABDAAAAAsCAYAAACTz0jlAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABO0lEQVR4nO3YMQEAIAzAMMC/5yGBkx6Jgt7dMzMLAAAAIOz8DgAAAAB4MTAAAACAPAMDAAAAyDMwAAAAgDwDAwAAAMgzMAAAAIA8AwMAAADIMzAAAACAPAMDAAAAyDMwAAAAgDwDAwAAAMgzMAAAAIA8AwMAAADIMzAAAACAPAMDAAAAyDMwAAAAgDwDAwAAAMgzMAAAAIA8AwMAAADIMzAAAACAPAMDAAAAyDMwAAAAgDwDAwAAAMgzMAAAAIA8AwMAAADIMzAAAACAPAMDAAAAyDMwAAAAgDwDAwAAAMgzMAAAAIA8AwMAAADIMzAAAACAPAMDAAAAyDMwAAAAgDwDAwAAAMgzMAAAAIA8AwMAAADIMzAAAACAPAMDAAAAyDMwAAAAgDwDAwAAAMgzMAAAAIA8AwMAAADIu2nLBFQiIKP7AAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABIgAAAArCAYAAAAT67OQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABP0lEQVR4nO3YMQEAIAzAMMC/5yFjRxMFvXtnZg4AAAAAWW87AAAAAIBdBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABAnEEEAAAAEGcQAQAAAMQZRAAAAABxBhEAAABA3AetmgRSPDNKCQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAP8AAAArCAYAAAC3p17zAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAmUlEQVR4nO3TMQEAIAzAMMC/5yFjRxMFfXpnZg6Q87YDgB3mhyjzQ5T5Icr8EGV+iDI/RJkfoswPUeaHKPNDlPkhyvwQZX6IMj9EmR+izA9R5oco80OU+SHK/BBlfogyP0SZH6LMD1HmhyjzQ5T5Icr8EGV+iDI/RJkfoswPUeaHKPNDlPkhyvwQZX6IMj9EmR+izA9R5oeoD+eaBFIkbDFWAAAAAElFTkSuQmCC)

The Producer–Consumer Problem is a classic example of a multi-Process Synchronisation problem.

The problem describes two processes, the producer and the consumer, who share a common, fixed-size buffer used as queue.

The producer's job is to generate data, put it into the buffer, and start again.

At the same time, the consumer is consuming the data (i.e., removing it from the buffer), one piece at a time.

The problem is to make sure that the producer won't try to add data into the buffer if it's full and that the consumer won't try to remove data from

an empty buffer.

**•**

**•**

**•**

**•**

# ALGORITHM:

Step 1. Declare variable for producer & consumer as pthread-t-tid produce tid consume.

Step 2. Declare a structure to add items, semaphore variable set as struct. Step 3. Read number the items to be produced and consumed.

Step4. Declare and define semaphore function for creation and destroy. Step 5. Define producer function.

Step 6. Define consumer function. Step 7. Call producer and consumer. Step 8. Stop the execution.

# PROGRAM:

#include<stdio.h>

int mutex=1,full=0,empty,x=0; main()

{

int n;

void producer(); void consumer(); int wait(int);

int signal(int); clrscr();

printf("\n\t\t\tPRODUCER-CONSUMER PROBLEM\nEnter the Stack size: "); scanf("%d",&empty);

printf("\n1.PRODUCER\n2.CONSUMER\n3.EXIT\n"); while(1)

{

printf("\nENTER YOUR CHOICE: ");

scanf("%d",&n); switch(n)

{

case 1: if((mutex==1)&&(empty!=0)) producer();

else

printf("BUFFER IS FULL");

break; case 2:

if((mutex==1)&&(full!=0)) consumer();

else

printf("BUFFER IS EMPTY");

break; case 3: exit(0);

break;

}

}

}

int wait(int s)

{

return(--s);

}

int signal(int s)

{

return(++s);

}

void producer()

{

mutex=wait(mutex); full=signal(full); empty=wait(empty); x++;

printf("Producer produces the item%d",x); mutex=signal(mutex);

}

void consumer()

{

mutex=wait(mutex); full=wait(full); empty=signal(empty);

printf("Consumer consumes item%d",x); x--;

mutex=signal(mutex);

}

# OUTPUT:

PRODUCER-CONSUMER PROBLEM

Enter the Stack size: 3 1.PRODUCER

1. CONSUMER
2. EXIT

ENTER YOUR CHOICE: 1

producer produces the item1 ENTER YOUR CHOICE :1

producer produces the item2 ENTER YOUR CHOICE:1

producer produces the item3 ENTER YOUR CHOICE : 1 BUFFER IS FULL

ENTER YOUR CHOICE : 2

consumer consumes item3 ENTER YOUR CHOICE : 2

consumer consumes item2 ENTER YOUR CHOICE : 2

consumer consumes item1 ENTER YOUR CHOICE: 2 BUFFER IS EMPTY

ENTER YOUR CHOICE : 3

# RESULT:

Thus the producer consumer program was executed and verified successfully.

# FILE ORGANIZATION TECHNIQUES

The File is a collection of records. Using the primary key, we can access the records. The type and frequency of access can be determined by the type of file organization which was used for a given set of records.

File organization is a logical relationship among various records. This method defines how file records are mapped onto disk blocks.

File organization is used to describe the way in which the records are stored in terms of blocks, and the blocks are placed on the storage medium.

The first approach to map the database to the file is to use the several files and store only one fixed length record in any given file. An alternative approach is to structure our files so that we can contain multiple lengths for records.

Files of fixed length records are easier to implement than the files of variable length records.

# EX. NO:5(a) SINGLE LEVEL DIRECTORY DATE:

**AIM:**

To simulate the file oraganisation technique of Single Level Directory.

# SINGLE LEVEL DIRECTORY:

**•**
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In this type of directory system, there is a root directory which has all files.

**•**
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It has a simple architecture and there are no sub directories.

**•**
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Advantage of single level directory system:

**•**
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It is easy to find a file in the directory.

**•**
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This type of directory system is used in cameras and phones.

![](data:image/jpeg;base64,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)

# ALGORITHM:

Step 1: Start the Program

Step 2:Obtain the required data through char and int datatypes. Step 3:Enter the filename,index block.

Step 4: Print the file name index loop.

Step 5:Fill is allocated to the unused index blocks

Step 6: This is allocated to the unused linked allocation. Step 7: Stop the execution

# PROGRAM:

#include<stdio.h> #include<conio.h> #include<stdlib.h> #include<graphics.h> void main()

{ int gd=DETECT,gm,count,i,j,mid,cir\_x; char fname[10][20];

clrscr(); initgraph(&gd,&gm,"c:\\tc\\bgi"); cleardevice(); setbkcolor(GREEN);

printf("enter no of files do u have"); scanf("%d",&count); for(i=0;i<count;i++)

{ cleardevice();setbkcolor(GREEN); printf("enter file %d name ",i+1); scanf("%s",fname[i]); setfillstyle(1,MAGENTA); mid=640/count;

cir\_x=mid/3; bar3d(270,100,370,150,0,0);

settextstyle(2,0,4); settextjustify(1,1); outtextxy(320,125,"Root Directory"); setcolor(BLUE); for(j=0;j<=i;j+,cir\_x+=mid)

{ line(320,150,cir\_x,250); fillellipse(cir\_x,250,30,30); outtextxy(cir\_x,250,fname[j]);

}

getch();

} }

# OUTPUT:

Enter the no of files do u have 3 Enter the 1 name:1.c

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHoAAACPCAIAAAC6ZFgZAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADQUlEQVR4nO2cYXKiQBQG31h7GuE4i3ucwHVkj+N4HfYHZlFBhAE+xkz3P2qEstrOgwSDa5rGZuKcm7sLtPwK2y3gQwLn3GHv95AW6JaCbinoloJuKeiWgm4p6JaCbim76PZV7u441a8X88qP7Pq9Wp9cn8fDRkIzn7C97riUmWXlpd04F2bFuek2uq3mUmbWvfLN6vOBoyMK3c25+N4YstV9GuOrAweODYtgdvuqqu14zMzM/619VvzOHtaLorDr1b9b/RB20+3LdgjndXFpp4SZ2U3882v9dcrqB7Cb7tvP/LnwZXV3ThtMNcuOU1Y/gL2HSfFVZnXVXmBkx2M/1bq+zZrx1U8hbOQvO2f0TpXfp7vna43H7fHV/oFjIw7dT5cX3Rw367sbX41et2uC7lUG7AXcPFODbinoloJuKeiWgm4p6JaCbinoloJuKeiWgm4p6JaCbinoloJuKeiWgm4p6JaCbinoloJuKeiWgm4p6JYS+AgCHvoQRkRfP0vhu3AMEymx6E4hbYtHdyJEoTuRtC0S3emwv+500rYYdCfFzrqTStt2150a6Jayp+7UJolRt5jddCeYtlG3mH10p5m2UbeYHXQnm7ZRtxi17pTTNuoWg24pUt2JTxKjbjE63aRt1C1GpJu0W6hbikI3af+HuqWgW8rmupkk91C3lG11k/YT1C1lQ92k3Ye6pWylm7QHoW4p6JayiW4mySuoW8r6ukl7BOqWsrJu0h6HuqWsqZu030LdUlbTTdpToG4p6Jayjm4myUSoW8oKukl7OtQtZalu0p4FdUtZpJu050LdUl7m+fSUVypeheFH7vanRGsf6QuZp5VhvZDZ+jC+hIdTJU/l3ppO98Rsm6bhUwmGC0EpN92zJjKBB0PdUg4WdLFB4GFQt5SXun2VO+fyyivfzY9nUHd9cu6PfZWZ+t38eA5Dg7s4N83l6zi+J+M7AGa3FHRLQbcUdEuZrttXuXOnesP3kgAvLwSdy0tvvuTqe00W3RLjVsNcmN1S0C0F3VIOwb+LM7gDoG4p6JaCbikHC/pTKoM7DOqWctM9K3DSDoa6pXS6JwZO2kugbikPut8GTtoLGdbHfy9sBP+bI+UfRCw4KgjhdJ0AAAAASUVORK5CYII=)

Enter the File 2 name:2.c

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIgAAABlCAIAAAAZAjxZAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADrUlEQVR4nO2dW5arIBBFIatHE5wO9nCC04nTEafD/dBrE0WD71NQ+ytt7CxkewoSX9I5J74hpfy6DnMsP5HrxfhjjkJK+bi7DUwYFgMKiwGFxYDCYkBhMaCwGFBYDCgsBhQWAwqLAYXFgMJiQGExoOCLsVUhPcp6zwdt/++rwRcjhBDKNM4559xb1yWdzt0DDTEDWmvRtrb/yw+Tr2u63FaFLIwVdSmlLCob+Gg0XASRq51DY9SQmMYoIfR78tr/Y265a4waloNDRszAUNMm3fzW3Ztzy6mJoVHK+q59a2uqvmS19rMePZWytp1fTg0aYnr0y6i66kaIp1If77XWKvWcX06OyGSdG90l/DHGubeeHUu8ihVaPvogaAiK8cx0r3s+enxm+f/RCt+OEEK6uBP+YlZjjoLPK8Ml9kxMPkv2YlKrUclUXS5loMSWMnwSK7YpiOmU9LPMVPSQr8jTQSWNYYZwYvygpAdVMWnEYgF6YtIOygAlMZko6SAjJvnaNYLA1m4ISgIW0ROTQBdvA1dMViPKFEQxmSvpgBOTbe0aASSGg+KDIoaDMuL+7jgpKNRN35kYrl0L3CaG+h59NjeI4aDEcLUYDkok14nhoKziiv33LiWk03l6Ykj3zo2cKIZr1x7OEsNB2cnxYjgoh3CkGFZyIIcVHMzahdmqGA5IDAflDPaKobtLgrNdDAflVLaIYSUXEBYzXMww7X2uXdcwFjNKwzQcbOUaPnb/uTSQTgnRxvM1mKD8iVnYs5xzyVxCR4VezNe8s5uL4VIGCosB5SGi5y1EqxnRZgcS093qk8YdPdNlJKYupfwVL6PCayeDfyfnu9sSZiRGv51rXhTvVBhLJ8O/axumHpSz/U/F/4VpOpoO9zqB+oHgsapBRAfSjuUtRds0ni6DkouYmMIAFZoYMbYq9jyFgtlCYLosZWGssCadbzPx4yhOaLK46cSqNoNsYC5jDDlYDCjpi1lbmkCGmfTFEIXFgPJYlVyQGUsOcGJAyUvM3GMAAclJjK1+az08fQn8gZqyG2MiRw6iY0yg2bYqilo3zWtyrBZkGx8ieuYO0uJjaK0VzyfwEfQsjmBOsFVVK9Po72vexoonLiUTl7osjDCBKoZEP/iD/A5xEv7W1aUsWxMaXIRA2v/+ZmULbnCauw9bFVMroIcBc5ou15Wxoj8CGPouA7X/BZ6KIxavKKPL136HFtMvnb8GkzQLXQ9lRSDcRfZipjUAsypkJ6bDn+Zg9sA/fbObakpo5dAAAAAASUVORK5CYII=)

,,,,,,,,,,,,,,,,,,,,,,,,,

Enter the file 3 name:3.c

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAABlCAIAAADLUjYBAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEr0lEQVR4nO2d3ZmrIBBAMd9WE1LOkltOpB3ZciTteB80ioj4E5SZcc5T/FAXOM6AySpF0zQiHUVRJDzbZVkv5Sfj32aCbIqB23H1YE6A/eGG/eGG/eGG/eGG/eGG/eEGpj+rH4XD08wXPrSNHPopNc9iyvi0SGmSkuiEdSmFLOt2o1JCqKoZNoatpi6lGPZcKPVPDJRNfYjAX1Opz0ao+we98dLAiWGyqQ9h5k8Xq7UR97sUQtg/Y6X6laNypZR4v+1SKVHg+rNlO5A9jKrbxCiEEJ1Jf1/7XlNKELj+ujRXKVtqZ6IRDCYp72tKCQLXX4d6ldLodhop7/dpMBnTpdd4KVUyjr3zTOYvnzmIP6Mcb8dLpyeGyaY+xODPm0QOY6EQUxnxUnL+iib17+9pT3hBNvUh+PGPicL+cMP+cMP+cMP+cMP+cJP+/z/5X3jPhOztWnsZUW1dD0F/XgKg10CX9PkzL/2XF+4HQdciHX9znmhbpOBvjRsvKMmA3t8mJU3TEAtExP72mSCWTlH6+773yaRTfP4SdjqBdIrJ3xF9jT2d4vB3dP/itYjA32mjFMZBEbS/LAGBa1AE6i9vDyJKpxD9AclgKNIpLH8AL3ng6RSKP8h9BDmdgvAHPEe1wLSY2R+07lgE2qCY0x+cXtgKnEExjz8gjf8GIOn0bH/ZG5yW7BZP9Yc3YcbJOCie5I9Y2AXJMige7u8K5nrOT6fH+qOaMOOcmU6P8nepsAtyTjo96vmHK5vrOSGdJvZ3zYQZ51CLyfxx2MU5aFBM4I/NrSf5oPitP06YW0mbTvf747D7hlTpdI8/NpeK79PpZn+cMNPyZTrd4I/D7jh2W1zlj82dQ/DJYa/UY9kfJ8yTmZvaBEXM+uPXgGQkqCo42Qn46831+3H+PJNIwusV9vjvX+pVuadoNzkiT2BxtPJEjPy1B6+Xz6Rl5VTDFTHkT5LzlOlYQIxt76/DFYJ9OkFR7X0v0rhtPRhFX7R4QziWans4C3IFFtyi+f7I+PwbFUYb1b4vv1LmOTH4I8iNfIvzb4CNna+Vquru011KYd5WCHc1kj3xh/NCxo7R5XR5rhl/bc71l0ZkstCtPfk0qqpfg742iqb+zLMo/olXiXPNoK33vwj4rDxTSz2dwtwmDVZV09Qvuit2oUX+KjlZYG3n/BPLVeyuhotyuVurH5962z9jPwtZ6kfXHlL3D34usfrfZ/JdlzIw+4aP/FXvbu3lRynKerQ8V0cTYHmhrpkDcxKr0rhB0Cq/rz6CWPzFeFtLcSHHlf6GhIsTq7WR5SuQfAgwDko/w8qy7laydNbh3h3yhzJXpUr5Szkiqnx8//0/rAP8IipYJfMsnu+ydm998VR+cX/a45/Vj6k8qx8I7nxWQtqf0aUdFpJHew8Yg37+/HLPM9lR/1uz65sUmO2/IKTzJzZWxpIbPOwPFosKvcxHyt+O6xcgkVZMa36LH7DyLExagka2Pf/A5GWqMBgzP+7ea6KKg+801vQzqfFPbB//sTP4WzMKEms8AUbxF1fI8gASUDJ92g/d839zlxq9S3C2PW4gYmzzyuePsUOwST2uMJLyBG1/4gLP//0HfhLH6TyKBlAAAAAASUVORK5CYII=)

# RESULT:

Thus the Single Level Directory program of File Organization Technique was executed and verified successfully.

# EX. No: 5(b) TWO LEVEL DIRECTORY DATE:

**AIM:**

To simulate the file organization technique of two Level Directory.

# TWO LEVEL DIRECTORY:

**•**
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Two-level directory systems is used to avoid the problem caused by

the single-level directory system**.**

* In two-level directory systems, give each user a private directory.
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# ALGORITHM:

Step 1: Start the Program

Step 2:Obtain the required data through char and indatatypes. Step 3:Enter the filename,index block.

Step 4: Print the file name index loop.

Step 5: File is allocated to the unused index blocks

Step 6: This is allocated to the unused linked allocation. Step 7: Stop the execution

# PROGRAM:

#include<stdio.h> #include<graphics.h> struct tree\_element

{

char name[20];

int x,y,ftype,lx,rx,nc,level; struct tree\_element \*link[5];

};

typedef truct tree\_element node; void main()

{

int gd=DETECT,gm; node \*root; root=NULL; clrscr();

create(&root,0,"null",0,639,320); clrscr(); initgraph(&gd,&gm,"c:\tc\bgi"); display(root);

getch(); closegraph();

}

create(node \* \*root,int lev,char \*dname,int lx,int rx,int x)

{

int i,gap; if(\*root==NULL)

{

(\*root)=(node\*)malloc(sizeof(node)); printf("enter name of dir/file(under %s):",dname); fflush(stdin);

gets((\*root)->name); if(lev==0||lev==1) (\*root)->ftype=1;

else (\*root)->ftype=2; (\*root)->level=lev; (\*root)->y=50+lev\*50; (\*root)->x=x;

(\*root)->lx=lx; (\*root)->rx=rx; for(i=0;i<5;i++)

(\*root)->link[i]=NULL; if((\*root)->ftype==1)

{

if(lev==0||lev==1)

{

if((\*root)->level==0) printf("How many users"); else

printf("hoe many files"); printf("(for%s):",(\*root)->name);

scanf("%d",&(\*root)->nc);

}

else (\*root)->nc=0; if((\*root)->nc==0) gap=rx-lx; else gap=(rx-lx)/(\*root)->nc; for(i=0;i<(\*root)- >nc;i++)

create(&((\*root)>link[i]),lev+1,(\*root)>name,lx+gap\*i,lx+gap\*i+gap,lx+gap\*i+gap/2

);

}

else (\*root)->nc=0;

}

}

display(node \*root)

{

int i; settextstyle(2,0,4);

settextjustify(1,1); setfillstyle(1,BLUE); setcolor(14); if(root!=NULL)

{

for(i=0;i<root->nc;i++)

{

line(root->x,root->y,root->link[i]->x,root->link[i]->y);

}

if(root->ftype==1) bar3d(root->x-20,root->y-10,root->x+20,roo>y+10,0,0); else

fillellipse(root->x,root->y,20,20); outtextxy(root->x,root->y,root->name); for(i=0;i<root->nc;i++)

{

display(root->link[i]);

}

}

}

# OUTPUT:

Enter the name of dir/file(under null): sld How many users(forsld):2 Enter the name of dir/file(under sld):tld how many file(fortld):2 Enter the name of dir/file(under tld):hir

Enter the name of dir/file(under tld):dag Enter the name of dir/file(under tld):bin how many file(fortld):2

Enter the name of dir/file(under bin):exe Enter the name of dir/file(under bin):obj
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# RESULT:

Thus the Two Level Directory program of File Organization Technique was executed and verified successfully.

# PAGE REPLACEMENT ALGORITHM:

In a computer operating system that uses paging for virtual memory management, page replacement algorithms decide which memory pages to page out, sometimes called swap out, or write to disk, when a page of memory needs to be allocated. Page replacement happens when a requested page is not in memory (page fault) and a free page cannot be used to satisfy the allocation, either because there are none, or because the number of free pages is lower than some threshold.

When the page that was selected for replacement and paged out is referenced again it has to be paged in (read in from disk), and this involves waiting for I/O completion. This determines the quality of the page replacement algorithm: the less time waiting for page-ins, the better the algorithm. A page replacement algorithm looks at the limited information about accesses to the pages provided by hardware, and tries to guess which pages should be replaced to minimize the total number of page misses, while balancing this with the costs (primary storage and processor time) of the algorithm itself

# EX.NO:7(a) FIRST –IN-FIRST-OUT (FIFO) DATE:

**AIM:**

To write a C program to implement page replacement FIFO(First In First Out) algorithm
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**First-In-First**-**Out** (**FIFO**) **Replacement:**

**•**
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On a **page**fault, the frame that has been in memory the longest is

replaced.

**•**
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**FIFO** is not a stack **algorithm.**

# •
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In certain cases, the number of **page** faults can actually increase

when more frames are allocated to the process.

**ALGORITHM:**

step 1: Start the Program

step 2:Obtain the required data through char and in datatypes.

step 3:Enter the filename,index block. step 4: Print the file name index loop.

step 5:Fill is allocated to the unused index blocks

step 6: This is allocated to the unused linked allocation. step 7: Stop the execution

# PROGRAM:

#include<stdio.h> #include<conio.h>

int i,j,nof,nor,flag=0,ref[50],frm[50],pf=0,victim=-1; void main()

{

clrscr();

printf("\n \t\t\t FIFI PAGE REPLACEMENT ALGORITHM");

printf("\n Enter no.of frames: "); scanf("%d",&nof);

printf("Enter number of reference string: "); scanf("%d",&nor);

printf("Enter the reference string: "); for(i=0;i<nor;i++) scanf("%d",&ref[i]);

printf("The given reference string:"); for(i=0;i<nor;i++) printf("%4d",ref[i]); for(i=1;i<=nof;i++)

frm[i]=-1;

printf("\n"); for(i=0;i<nor;i++)

{

flag=0;

printf("\n\tReference np%d->\t",ref[i]); for(j=0;j<nof;j++)

{

if(frm[j]==ref[i])

{

flag=1; break;

}

}

if(flag==0)

{

pf++; victim++;

victim=victim%nof; frm[victim]=ref[i]; for(j=0;j<nof;j++) printf("%4d",frm[j]);

}

printf("\n\nNo.of pages faults : %d",pf);

}

# OUTPUT:

FIFO PAGE REPLACEMENT ALGORITHM

Enter no.of frames: 4

Enter number of reference string: 6 Enter the reference string..

5 6 4 1 2 3

The given reference string: 5 6 4 1 2 3

F1 F2 F3 F4

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Reference np5-> | 5 | -1 | -1 | -1 |
| Reference np6-> | 5 | 6 | -1 | -1 |
| Reference np4-> | 5 | 6 | 4 | -1 |
| Reference np1-> | 5 | 6 | 4 | 1 |
| Reference np2-> | 2 | 6 | 4 | 1 |
| Reference np3-> | 2 | 3 | 4 | 1 |
| No.of pages faults : 6 |  |  |  |  |

# RESULT:

Thus the page replacement FIFO(First In First Out) algorithm was executed successfully.
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**EX NO: 7(b**) **DATE:**

**AIM:**

**LEAST RECENTLY USED (LRU)**

To write a C program to implement page replacement LRU(Least Recently Used) algorithm.
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**LEAST RECENTLY USED(LRU):**

![](data:image/png;base64,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)

* A good approximation to the **optimal** algorithm is based on the observation that pages that have been heavily used in the last few instructions will probably be heavily used again in the next few.
* Add a register to every page frame - contain the last time that the page in that frame was accessed
* Use a "logical clock" that advance by 1 tick each time a memory reference is made.
* Each time a page is referenced, update its register

# ALGORITHM:

step 1: Start the Program

Step 2:Obtain the required data through char and int datatypes. Step 3:Enter the filename,index block.

Step 4: Print the file name index loop.

Step 5:Fill is allocated to the unused index blocks

Step 6: This is allocated to the unused linked allocation. Step 7: Stop the execution

# PROGRAM:

#include<stdio.h> #include<conio.h>

int i,j,nof,nor,flag=0,ref[50],frm[50],pf=0,victim=-1; int recent[10],lrucal[50],count=0;

int lruvictim(); void main()

{

printf("\n\t\t\tLRU PAGE REPLACEMENT ALGORITHM"); printf("\nEnter no.of Frames: ");

scanf("%d",&nof);

printf("Enter no.of reference string: "); scanf("%d",&nor);

printf("Enter reference string: "); for(i=0;i<nor;i++) scanf("%d",&ref[i]);

printf("The given reference string:\n"); for(i=0;i<nor;i++)

printf("%4d",ref[i]); printf("\n\t\t\t\t "); for(i=1;i<=nof;i++)

{

frm[i]=-1; lrucal[i]=0; printf("F%d ",i);

}

for(i=0;i<10;i++) recent[i]=0; for(i=0;i<nor;i++)

{

flag=0;

printf("\n\t Reference NO %d->\t",ref[i]); for(j=0;j<nof;j++)

{

if(frm[j]==ref[i])

{

flag=1; break;

}

}

if(flag==0)

{

count++; if(count<=nof)

victim++; else

victim=lruvictim(); pf++; frm[victim]=ref[i]; for(j=0;j<nof;j++) printf("%4d",frm[j]);

}

recent[ref[i]]=i;

}

printf("\n\nNo.of page faults...%d",pf); getch();

}

int lruvictim()

{

int i,j,temp1,temp2; for(i=0;i<nof;i++)

{

temp1=frm[i]; lrucal[i]=recent[temp1];

}

temp2=lrucal[0];

for(j=1;j<nof;j++)

{

if(temp2>lrucal[j]) temp2=lrucal[j];

}

for(i=0;i<nof;i++) if(ref[temp2]==frm[i]) return i;

return 0;

}

# OUTPUT:

LRU PAGE REPLACEMENT ALGORITHM

Enter no.of Frames: 3

Enter no.of reference string: 6 Enter reference string:

6 5 4 2 3 1

The given reference string: 6 5 4 2 3 1

F1 F2 F3

|  |  |  |  |
| --- | --- | --- | --- |
| Reference NO 6-> | 6 | -1 | -1 |
| Reference NO 5-> | 6 | 5 | -1 |
| Reference NO 4-> | 6 | 5 | 4 |
| Reference NO 2-> | 2 | 5 | 4 |
| Reference NO 3-> | 2 | 3 | 4 |
| Reference NO 1-> | 2 | 3 | 1 |

No.of page faults: 6

# RESULT:

Thus the page replacement Least Recently Used (LRU) algorithm was executed successfully.

# EX NO:8 SHARED MEMORY MULTIPLICATION DATE:

**AIM:**

To write a C program to implement shared memory.

# SHARED MEMORY MULTIPLICATION
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**Shared memory refers** to a block of RAM that can be accessed by several different CPUs in a multi processor computer system.

Shared memory **systems** may use:
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* Uniform Memory Access (UMA): all the processors share the physical memory uniformly;
* Non Uniform Memory Access (NUMA): memory access time depends on the memory location relative to a processor;
* Cache Only Memory Architecture (COMA): the local memories for the processors at each node are used as cache instead of as actual main memory.

**ALGORITHM:**

step 1: Start the Program

step 2:Obtain the required data through char and int datatypes. step 3:Enter the filename,index block.

step 4: Print the file name index loop.

step 5:Fill is allocated to the unused index blocks

step 6: This is allocated to the unused linked allocation. step 7: Stop the execution

# PROGRAM:

#include<stdio.h> #include<sys/ipc.h> #include<sys/shm.h> int main()

{

int id,\*a,\*t,\*a,pid,I,j,k,n,m,l,p; printf(“enter the order of first matrix”); scanf(“%d%d”,&m,&n);

printf(“enter the order of second matrix”): scanf(“%d%d”, &l,&p);

if(n!=l)

{

printf(“first matrix column should be same as second matrix row”);

scanf(“%d”, &l);

}

id=shmget(IPC\_PRIVATE,((m\*n)+(l\*p)+(m\*p))\*sizeof (int),0700|IPC\_CREAT|IPC\_EXCL);

q=(int \* ) shmat (id,NULL,0700); if(n==l)

{

printf (“enter the elements of first matrix”): for(i=0;i<m;i++)

for(j=0;j<n;j++) scanf(“%d”,(a+i\*n+j)); t=(q+i\*n+j);

printf(“enter the elements of second matrix”); for(i=0;i<l;i++)

for(j=0;j<p;j++) scanf(“%d”,(t+i\*p+j)); a = t+i\*p+j;

printf(“first matrix \n”); for(i=0;i<m;i++)

{

for(j=0;j<n;j++)

{

printf(“5d”,\*(q+i\*n+j));

printf(“\t”);

}

printf(“\n”);

}

printf(“second matrix \n”); for(i=0;i<l;i++0

{

for(j=0;j<p;j++)

{

printf(“%d”,\* (t+i\*p+j)); printf(“\t”);

}

printf(“\n”);

}

printf(“\n”);

}

pid=fork(); if(pid)

{

for(i=0;i<m\2;i++)

{

for(j=0;j<p;j++)

{

for(k=0;k<n;k++)

{

\*(a+i\*p+j)=\*(a+i\*p+j)+((\*(q+i\*+k))\*(\*(t+k\*p+j)));

}

}

}

printf(resultant Matrix is”); for (i=0; i<m; i++)

{

for (j=0 j<p j++)

{

printf(“%d/t”,\*(a+ip+j)); printf(“/t”);

}

printf(“/n);

}

shmdt(q); shmctl(id,IPC\_RMID,NULL);

}

else

{

for(i=m/2; i<m;i++)

{

for(j=0:j<p;j++)

{

for(k=0;k<n;k++)

{

\*(a+i\*p+j)=\*(a+i\*p+j)+((\*(q+i\*n+k))\*(\*(t+k\*p+j)));

}

}

shmdt(q);

}

}

getch():

}

# OUTPUT:

Enter the order of first matrix: 2

2

Enter the order of second matrix: 2

2

Enter the elements of 1st matrix: 1

1

2

2

Enter the elements of 2nd matrix: 1

2

1

2

First matrix:

1. 1

2. 2

Second matrix:

1. 2

1 2

Resultant matrix:

2. 4

6 8

# RESULT:

Thus the Shared Memory Multiplication program was executed and

verified successfully.

# EX NO:9 MEMORY MANAGEMENT DATE
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**AIM:**

To write a C program to implement the concept of Paging.

# ALGORITHM:

step 1: The Semaphore mutex, full & empty are initialized. step 2: In the case of producer process

1. Produce an item in to temporary variable.
2. If there is empty space in the buffer check the mutex value for enter into the critical section.
3. If the mutex value is 0, allow the producer to add value in the temporary variable to the buffer.

step 3: In the case of consumer process

1. It should wait if the buffer is empty
2. If there is any item in the buffer check for mutex value, if the mutex==0, remove item from buffer

iii ) Signal the mutex value and reduce the empty value by 1. iv ) Consume the item.

step 4: Print the result

# PROGRAM:

#include <stdio.h> #include <conio.h> struct pstruct

{

int fno; int pbit;

}

ptable[10];

int pmsize,lmsize,psize,frame,page,ftable[20],frameno; void info()

{

printf("\n\t\tMEMORY MANAGEMENT USING PAGING\n\t\t \n");

printf("Enter the Size of Physical memory: "); scanf("%d",&pmsize);

printf("Enter the size of Logical memory: "); scanf("%d",&lmsize);

printf("Enter the partition size: "); scanf("%d",&psize);

frame = (int) pmsize/psize; page = (int) lmsize/psize;

printf("The physical memory is divided into %d no.of frames\n",frame);

printf("The Logical memory is divided into %d no.of pages\n",page);

}

void assign()

{

int i;

for (i=0;i<page;i++)

{

ptable[i].fno = -1;

ptable[i].pbit= -1;

}

for(i=0; i<frame;i++) ftable[i] = 32555; for (i=0;i<page;i++)

{

printf("Enter the Frame number where page %d must be placed: ",i); scanf("%d",&frameno);

ftable[frameno] = i; if(ptable[i].pbit == -1)

{

ptable[i].fno = frameno; ptable[i].pbit = 1;

}

}

//getch();

//clrscr();

printf("\n\tPAGE TABLE\n\t \n");

printf("PageAddress FrameNo. PresenceBit\n"); for (i=0;i<page;i++)

printf("%d\t\t%d\t\t%d\n",i,ptable[i].fno,ptable[i].pbit); printf("\n\tFRAME TABLE\n\t \n");

printf("FrameAddress PageNo\n"); for(i=0;i<frame;i++) printf("%d\t\t%d\n",i,ftable[i]);} void cphyaddr()

{

int laddr,paddr,disp,phyaddr,baddr;

//getch();

//clrscr();

printf("\n\tProcess to create the Physical Address\n"); printf("Enter the Base Address: "); scanf("%d",&baddr);

printf("Enter theLogical Address: "); scanf("%d",&laddr);

paddr = laddr / psize;

disp = laddr % psize; if(ptable[paddr].pbit == 1 )

phyaddr = baddr + (ptable[paddr].fno\*psize) + disp;

printf("The Physical Address where the instruction present: %d",phyaddr);} void main()

{ clrscr();

info();

assign(); cphyaddr(); getch();}

# OUTPUT:

MEMORY MANAGEMENT USING PAGING

Enter the Size of Physical memory: 16 Enter the size of Logical memory: 8 Enter the partition size: 2

The physical memory is divided into 8 no.of frames The Logical memory is divided into 4 no.of pages

Enter the Frame number where page 0 must be placed: 5 Enter the Frame number where page 1 must be placed: 6 Enter the Frame number where page 2 must be placed: 7 Enter the Frame number where page 3 must be placed: 2

PAGE TABLE

|  |  |  |
| --- | --- | --- |
| PageAddress | FrameNo. | PresenceBit |
| 0 | 5 | 1 |
| 1 | 6 | 1 |
| 2 | 7 | 1 |

FRAME TABLE

FrameAddress PageNo

|  |  |
| --- | --- |
| 0 | 32555 |
| 1 | 32555 |
| 2 | 3 |
| 3 | 32555 |
| 4 | 32555 |
| 5 | 0 |
| 6 | 1 |
| 7 | 2 |

Process to create the Physical Address Enter the Base Address: 1000

Enter theLogical Address: 3

The Physical Address where the instruction present: 1013

# RESULT:

Thus the paging technique of memory management program was executed successfully.

# EX NO:10 THREAD SYNCHRONIZATION DATE:

**AIM:**

To write a C program to implement Threading & Synchronization

# THREAD SYNCHRONIZATION:

**•**
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Thread synchronization is the concurrent execution of two or more

threads that share critical resources.

**•**
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Threads should be synchronized to avoid critical resource use conflicts.

**•**
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Otherwise, conflicts may arise when parallel-running threads attempt to

modify a common variable at the same time.

# ALGORITHM:

step 1: Start the Program

step 2: Obtain the required data through char and in data types. step 3:Enter the filename, index block.

step 4: Print the file name index loop.

step 5: File is allocated to the unused index blocks

step 6: This is allocated to the unused linked allocation. step 7: Stop the execution

# PROGRAM:

#include<stdio.h> #include<string.h> #include<pthread.h> #include<stdlib.h> #include<unistd.h> pthread\_t tid[2];

int counter;

void\* doSomeThing(void \*arg)

{

unsigned long i = 0; counter += 1;

printf(“\n Job %d started\n”,counter); for(i=0;i<(0xFFFFFFFF);i++);

printf(“\n Job %d finished\n”,counter); return NULL;

}

int main(void)

{

int i = 0; int err;

while(i < 2)

{

err = pthread\_create(&(tid[i]), NULL,&doSomeThing, NULL); if(err != 0)

printf(“\ncan`t create thread :[%s]”,strerror(err)); i++;

}

pthread\_join(tid[0], NULL); pthread\_join(tid[1], NULL); return 0;

}

# OUTPUT:

$ ./tgsthreads Job 1 started

Job 2 started

Job 1 finished

Job 2 finished

# RESULT:

Thus the threading synchronization program was executed successfully.